**Python - Cheat Sheet**

**Recursos**

<https://www.w3schools.com/> Help Basic Commands  
<https://colab.research.google.com/> Google Python notebooks

**Print & Input**

*# Print & Input...*

text = input('Entre com um texto: ')

numero = float(input('Entre com um número: '))

print('Seu texto: ', text, '**\n**', 'Seu nr: ', numero)

**Integer, Float-point, Boolean**

print(3 \* 4, 3 + 4, 3 - 4, 3 / 4, 3.14, 4.2e-4 )

print(type(3 \* 4), type(3.14), type(4.2e-4) )

print(3 \*\* 2, 3 // 4, 3 % 4 )

print(4 > 3, 4 >= 3, 3 == 3.0, 3 != 4, 3 <= 4 )

**Math functions**

**import** **math** **as** **ma**

print(math.pi) *# pi*

**Strings**

text = 'Beatles'

*# Strings are immutable*

*# text[0] = 'T' # TypeError: …*

tex2 = '012345'

*# print(text[<inicio>, <inicio>+<quantidade>])*

*# print(text[<inicio>, <fim>+1])*

print(text[0:1]) *# B*

print(text[0:2]) *# Be*

print(tex2[0:2]) *# 01*

print(text[1:3]) *# ea*

print(tex2[1:3]) *# 12*

**String Operations**

str1 ='To be or not to be'

print(str1.find('be')) # =3

print(str1.lower()) # to be or…

str2 = str1.replace('be','Be') # to Be or not to Be

print(str(4.2e-4)) # convert number to string

**Lists [ ]**

Lista (**list**) é uma coleção que é ordenada e mutável. Permite membros duplicados.

mylist = ['A', 'B', 'C', 'A', 'B']

'A' in mylist # True

mylist.count('B') # 2

mylist.index('B') # 1

mylist.index('B', 2) # 4

mylist.append('D') # ['A','B','C','A','B','D']

mylist.sort() # ['A','A','B','B','C','D']

mylist.insert(1,'X') # ['A','X','A','B','B','C','D']

**del** mylist[0] # ['X','A','B','B','C','D']

mylist.remove('B') # ['X','A','B','C','D']

mylist[1] = 'ZZ' # ['X','ZZ','B','C','D']

mylist = [[1,2,3], [11,22,33], [9,9,9]]

print(mylist[1]) *# [11,22,33]*

print(mylist[1][0]) *# 11*

mylist1 = mylist *# NÃO USE*

mylist2 = mylist.copy() *# USE*

**Percorrendo uma lista**

mylist = ['A', 'B', 'C', 'A', 'B']

**for** i **in** range(len(mylist)):

print(mylist[i])

**for** item **in** mylist:

print(item)

**Tuples ( )**

Tupla (**tuple**) é uma coleção que é ordenada e imutável. Permite membros duplicados. No mais para nossos propósito Listas e Tuplas são bastante semelhantes.

mytuple = ('A', 'B', 'C', 'A', 'B')

'A' in mytuple # True

mytuple.count('B') # 2

*# mytuple[1] = 'X' # TypeError: …*

**Sets { }**

Conjunto (**set**) é uma coleção não ordenada e não indexada. Nenhum membro duplicado. Para **Sets** são implementadas a funções conhecidas de conjuntos como união, intersecção etc.

myset = {'A', 'B', 'C', 'A', 'B'}

print(myset) *# {'C', 'A', 'B'}, sem duplicatas*

'A' in myset # True

**Dictionary {key:values}**

Dicionário (**dictionary**) é uma coleção desordenada, mutável e indexada. Nenhum membro duplicado. Você já teve algum contato com uma estrutura de dados JSON essa uma estrutura bastante semelhante em Python.

mydict = {'A':2,'B':2,'C':1}

print(mydict.keys()) # dict\_keys(['A', 'B', 'C'])

'A' in mydict # True

print(mydict['B']) # 2

**for** item **in** mydict: # percorrendo mydict

print(item, mydict[item]) # A 2 , B 2, C 1

**If-Then-Else**

**if** b > a:

print("b is greater than a")

**elif** a == b: # opcional

print("a and b are equal")

**else**:

print("a is greater than b")

**For & While**

i = 1

**while** i < 6:

print(i)

**if** i == 3: # break opcional

**![](data:image/jpeg;base64,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)** **break**

i += 1

**for** i **in** [0,1,2,3,4]: # 0,1,2,3,4

print(i)

**for** i **in** range(10): # 0,1,2,…, 9

print(i)

**Funções**

**def** mymax(a,b):

**if** a > b:

**return** a

**else**:

**return** b

mymax(1984,1964) # 1984

**File Handling**

note = ['This is a note']

f = open("note.txt", "w") # write a file

**for** line **in** note:

f.write(line)

f.close()

f = open("note.txt", "r") # read a file

**for** line **in** f:

print(line)

**Acesso dados Web**

**import** **urllib.request**

data = urllib.request.urlopen('http://.../file.txt')

**for** line **in** data:

print(line.decode('utf-8'))

**Basic imports**

**import** **math**

print(dir(math))

help(math.pow)

**import** **numpy** **as** **np**

**import** **os**

os.getcwd()

**Numpy Basic & Seed**

**import** **numpy** **as** **np**

x = np.array([1,2,3])

x[0] # 1

x[1:3] # array([2, 3])

**Operations**

x\_list = x.tolist()

x = x \* 2 + 1 # [3,5,7]

*# mas x\_list = x\_list \* 2 + 1 # TypeError:*

np.mean(x) # 2

np.sum(x) # 6

x = np.insert(x,len(x),4) *#* array([1, 2, 3, 4])

x = np.delete(x,len(x)-1) *#* array([1, 2, 3])

x = np.append(x,[4,5,6]) *#* array([1, 2, 3, 4, 5, 6])

x[0] = 9 *#* array([9, 2, 3, 4, 5, 6])

np.random.seed(1984) *# semente de geração aleatória*

x = np.array(np.random.randint(low=1, high=6, size=10))

print(x) # [1 2 1 3 5 5 1 2 3 4]